**DOMAIN WINTER WINNING CAMP**

# DAY 6 (Thursday)

1. **Binary Tree Inorder Traversal**

Given the root of a binary tree, return the inorder traversal of its nodes' values.

**Example 1:**

**Input: root = [1,null,2,3] Output: [1,3,2] Explanation:**
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## CODE:

#include <iostream> #include <vector> using namespace std;

struct TreeNode { int val; TreeNode \*left; TreeNode \*right;

TreeNode(int x) : val(x), left(nullptr), right(nullptr) {}

};

void inorder(TreeNode\* root, vector<int>& result) { if (!root) return; inorder(root->left, result); result.push\_back(root->val); inorder(root->right, result); }

vector<int> inorderTraversal(TreeNode\* root) { vector<int> result;

inorder(root, result); return

result;

}

int main() {

// Create tree: [1, null, 2, 3]

TreeNode\* root = new TreeNode(1); root-

>right = new TreeNode(2);

root->right->left = new TreeNode(3);

vector<int> result = inorderTraversal(root); for (int val : result) {

cout << val << " ";

}

cout << endl;

return 0;

}
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1. [**Binary Tree Preorder Traversal**](https://leetcode.com/problems/binary-tree-preorder-traversal/)

Given the root of a binary tree, return the preorder traversal of its nodes' values.

**Example 1:**

**Input: root = [1,null,2,3] Output: [1,2,3] Explanation:**
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## CODE:

#include <iostream> #include <vector> using namespace std;

struct TreeNode { int val; TreeNode \*left; TreeNode \*right;

TreeNode(int x) : val(x), left(nullptr), right(nullptr) {} };

void preorder(TreeNode\* root, vector<int>& result) { if (!root) return; result.push\_back(root->val); preorder(root->left, result); preorder(root->right, result);

}

vector<int> preorderTraversal(TreeNode\* root) { vector<int> result; preorder(root, result); return result;

}

int main() {

// Create tree: [1, null, 2, 3]

TreeNode\* root = new TreeNode(1); root-

>right = new TreeNode(2);

root->right->left = new TreeNode(3);

vector<int> result = preorderTraversal(root); for (int val : result) {

cout << val << " ";

}

cout << endl; return 0; }
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# Binary Tree - Sum of All Nodes

Given the root of a binary tree, you need to find the sum of all the node values in the binary tree.

**Example 1:**

**Input: root = [5, 2, 6, 1, 3, 4, 7]**

**Output: 28**

**Explanation: The sum of all nodes is 5 + 2 + 6 + 1 + 3 + 4 + 7 = 28. CODE:**

#include <iostream> using namespace std;

struct TreeNode { int val; TreeNode \*left; TreeNode \*right;

TreeNode(int x) : val(x), left(nullptr), right(nullptr) {} };

int sumOfAllNodes(TreeNode\* root) { if (!root) return 0;

return root->val + sumOfAllNodes(root->left) + sumOfAllNodes(root->right); }

int main() {

// Create tree: [5, 2, 6, 1, 3, 4, 7] TreeNode\* root = new TreeNode(5);

root->left = new TreeNode(2); root->right

= new TreeNode(6); root->left->left = new TreeNode(1); root->left->right = new TreeNode(3); root->right->left = new TreeNode(4);

root->right->right = new TreeNode(7);

cout << "Sum of all nodes: " << sumOfAllNodes(root) << endl;

return 0;

}
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***Easy:***

# Same Tree

Two binary trees are considered the same if they are structurally identical, and the nodes have the same value.

**Example 1:**

**Input: p = [1,2,3], q = [1,2,3]**

**Output: true CODE:**

#include <iostream> using namespace std;

struct TreeNode { int val; TreeNode\* left; TreeNode\* right;

TreeNode(int x) : val(x), left(nullptr), right(nullptr) {}

};

bool isSameTree(TreeNode\* p, TreeNode\* q) { if (!p && !q) return true; // Both trees are empty if (!p || !q || p->val != q->val) return false; // Structure or value mismatch return isSameTree(p->left, q->left) && isSameTree(p->right, q->right); }

int main() {

// Create tree p: [1, 2, 3]

TreeNode\* p = new TreeNode(1); p-

>left = new TreeNode(2);

p->right = new TreeNode(3);

// Create tree q: [1, 2, 3]

TreeNode\* q = new TreeNode(1); q-

>left = new TreeNode(2);

q->right = new TreeNode(3);

cout << (isSameTree(p, q) ? "true" : "false") << endl; return 0; }.
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# Invert Binary Tree

Given the root of a binary tree, invert the tree, and return its root

**Example 1:**
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**Input: root = [4,2,7,1,3,6,9]**

**Output: [4,7,2,9,6,3,1] CODE:**

#include <iostream> using namespace std;

struct TreeNode { int val; TreeNode\* left; TreeNode\* right;

TreeNode(int x) : val(x), left(nullptr), right(nullptr) {} };

TreeNode\* invertTree(TreeNode\* root) { if (!root) return nullptr;

swap(root->left, root->right); // Swap left and right child invertTree(root->left); invertTree(root->right);

return root;

}

void preorderTraversal(TreeNode\* root) { if (!root) return; cout <<

root->val << " ";

preorderTraversal(root->left); preorderTraversal(root->right);

}

int main() {

// Create tree: [4, 2, 7, 1, 3, 6, 9] TreeNode\* root = new TreeNode(4);

root->left = new TreeNode(2); root->right

= new TreeNode(7); root->left->left = new TreeNode(1); root->left->right = new TreeNode(3); root->right->left = new TreeNode(6);

root->right->right = new TreeNode(9); root = invertTree(root);

preorderTraversal(root); // Expected output: 4 7 9 6 2 3 1 cout << endl;

return 0;

![](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAYABgAAD/2wBDAAMCAgMCAgMDAwMEAwMEBQgFBQQEBQoHBwYIDAoMDAsKCwsNDhIQDQ4RDgsLEBYQERMUFRUVDA8XGBYUGBIUFRT/2wBDAQMEBAUEBQkFBQkUDQsNFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBT/wAARCAArAMMDASIAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwD67tvFlp4B8O+L/E+oRTzWGiaHealOlqqNK8USea+3f/F8teLf8Po/gn/0K/j7/wAF9j/8mV3nxX/5IF8Zf+xG1n/0levyp/Zf+FvhzXptQ8bfEG0lvPBWmzRaTBYrcPB/a2qXPyRW6vEyNtRN0suxt2xP9qqjHnI5oxjzH6Nf8Po/gn/0K/j3/wAF1h/8m0o/4LSfBLp/wi/j3/wX2P8A8m1+VP7RPhrSvBPxy+IHh7Q7VbDRNK129srO28xpfKiilZVXe/zN/wACry+pj70eY1lHl90/ab/h9H8Ev+hW8ff+C6x/+TaT/h9N8Ef+hY8f/wDgusv/AJNr8r/B/wAQ/B3hnwg1nqnwy0Xxhr73z3B1bW9T1GJEtti7IEgtZ4Pm3bn81mb79dt8dvD/AIV074RfCfV7LwfpHgzxP4miv9TvbTSbm/dfsHmrFaOyXVxO3z+VcNuSiXukn6N/8Ppvgh/0K3j7/wAF9h/8mUn/AA+m+CP/AELHj/8A8F1l/wDJtfi1Xrn7M3w70r4rfGfRfDmsi5fR3iurq5h09P8ASLhLa0ln8qL/AGpfK2f8Dq+UD9SP+H0fwS/6Fb4gf+C6y/8Ak2j/AIfR/BL/AKFb4gf+C6y/+Ta/PHQfD3hD4/6X4/j8K/DO08B6l4a0e68S2txpmp312jWkDJ5tvdfanl3vsZ9ssXlfOn3a+aagD9pv+H0vwS/6Ffx7/wCC+w/+TaT/AIfSfBL/AKFfx7/4LrD/AOTa/Fr+OvpXxtonw9/Zwih8K6t4Mj+IPxH+y29xrEuuajdWumaTLKiS/ZYorWWKWV1V13SvLt3fdWgD9Ef+H0/wS/6Ffx9/4L7H/wCTKP8Ah9N8EP8AoVvH3/gvsP8A5Mr8cdYvLfUtRurq2sbPSYJZGeKxtGleKBf7qea7vt/3mZqx6AP2l/4fR/BH/oWPH/8A4LrL/wCTaP8Ah9J8E/8AoV/H3/gvsP8A5Mr82LXxP8HPh74P8JQJ4Ktvip4guoFvfEN7q2o39lDZO7t/oVqkDxfMqbd8r+au5vlrG/ab+GulfCr4rS6bojXMGlXmnWWqwadqDf6bpy3Nuk/2W4/6axbtv/fNARP1B/4fTfBD/oVfH3/gvsP/AJMo/wCH03wQ/wChW8ff+C+w/wDkyvxXr0j4e+MPBXhXTdSbxD4Ai8aawyqti+oavPa2Vv8A3i8Nt5Ukrc/891oA/V3/AIfTfBH/AKFfx/8A+C6y/wDk2j/h9J8Ef+hX8f8A/gus/wD5Nr85/jd4F8MD4M+APiHovhaT4e6hr1zdWE/h/wC2T3FpeRQJEy39r9oZ5Vifzdnzu3zJ8tfOlAH7S/8AD6P4J/8AQsePv/BfY/8AyZR/w+k+Cf8A0LHj7/wX2P8A8mV+Qfg+50Cx1uKfxLpd3q+lqvzWVjqK2Tu38P71opfl/wCA/wDAlr1T9qrwl4W8Naj8NLvwr4fi8MWXiDwbZa5dWMV1PcJ58stxu+eV3b7iJQH2j9Kf+H03wQ/6FXx9/wCC+w/+TKP+H03wQ/6Fbx9/4L7D/wCTK/FeigD9qP8Ah9N8EP8AoVvH3/gvsP8A5Mor8V6KAP3j+K//ACQL4y/9iNrP/pK9fm98I/HmgfFmP4W/D7T/AIV+MtWufCrpcNF4Z1yNopZ2nVri/nt/7Nlk/uL/AK3aqoi/LX6Q/Ff/AJIF8Zf+xG1n/wBJXr8H99XGXKRKPNHlPoP9t/Rv7H/ai+ICvoOr6L5+q3V1t1ZtzXW+d/8ASIv3UX7p/wCH73++1fPRPIqTHzUyoj7seU2lLm943/Bnhe+8a+J9H8Paanmajq95FYWqN/FLK6ov/oVep/tfeLbHxD8c9a0zRXLeHfC8cHhjSl9Lezi8j/x50d/+BV4alFaS+EgbXdfB+w8Yan8RdEt/AMd/L4vWXz9MGlZ+1CWNGlzFj+LarVwtA60ogfe9v8W/ij8Ovhz481H4x3Z8MLrmlX9lpvhE6LZ6XqGsajdQtb/a7q3ghilaKKJpX82f7zbNua+Df46aaKj7Rf2eUlhfyZVb+61fpT8afHnx3+LnxA0XxB8DftcXwt1y2XUv+JMsS6ek8sX+mrrLt+681W3oyXHybEXbX5oUVtze6Qei/Hd/C7fGTxz/AMIV5H/CK/2xdf2Z9n/1Xkeb8nlf7H93/ZrzqiisYlSlzH2p8Nf2cvE/wW8DaB8Q7f4ca/8AEjx7rdjFqfhrTtN0C5v9N0eKVd0V7dSrE8Us/wDFFb/wfel/gWvnf41eFvHPhHxzd/8ACxLS9s/FWqRJql0uqybrt/PG5Xl7q3+w/wAy15oKOxq5fEOPwjK9b+E3wj+Jvi+J/FHw30/UNS1HRp0fd4fu0Oq2zfeWWK3ib7T/ANtUSvJKKCD6+/agfxRL8DvCDfGZ0PxqTU2WzW+2/wBsf2D9n/5f9v8A08f6rzf3v+tr5EPWgdaD1qCvsnT+EvBPiDx5rMWl+F9B1HxHqrKzrY6VaS3Vwyr95tkS7sV9O/tf/BH4hQeH/hRqTeAvE39m6H8OtOh1O8Gi3Hk2cqS3DypcNs2xMu9d2+vjsdaD1p/ZJ+0MooopAFFFFAH7x/Ff/kgXxl/7EbWf/SV6/Byv3j+K/wDyQL4y/wDYjaz/AOkr1+DlABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFAH//2Q==)}

# Path Sum

Given a binary tree and a sum, return true if the tree has a root-to-leaf path such that adding up all the values along the path equals the given sum. Return false if no such path can be found.
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**Input: root = [5,4,8,11,null,13,4,7,2,null,null,null,1], targetSum = 22 Output: true**

**Explanation: The root-to-leaf path with the target sum is shown. CODE:**

#include <iostream> using namespace std;

struct TreeNode { int val; TreeNode\* left; TreeNode\* right;

TreeNode(int x) : val(x), left(nullptr), right(nullptr) {} };

bool hasPathSum(TreeNode\* root, int targetSum) { if (!root) return false;

if (!root->left && !root->right) return root->val == targetSum; // Check if leaf

return hasPathSum(root->left, targetSum - root->val) || hasPathSum(root->right, targetSum - root-

>val);

}

int main() {

// Create tree: [5, 4, 8, 11, null, 13, 4, 7, 2, null, null, null, 1] TreeNode\* root = new TreeNode(5);

root->left = new TreeNode(4); root->right

= new TreeNode(8); root->left->left = new TreeNode(11); root->left->left->left = new TreeNode(7); root->left->left->right = new TreeNode(2); root->right->left = new TreeNode(13); root->right->right = new TreeNode(4);

root->right->right->right = new TreeNode(1);

int targetSum = 22;

cout << (hasPathSum(root, targetSum) ? "true" : "false") << endl;

return 0;

}
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***Medium:***

# Construct Binary Tree from Preorder and Inorder Traversal

Given two integer arrays preorder and inorder where preorder is the preorder traversal of a binary tree and inorder is the inorder traversal of the same tree, construct and return the binary tree.

**Example 1:**

**Input: preorder = [3,9,20,15,7], inorder = [9,3,15,20,7] Output: [3,9,20,null,null,15,7]**

## CODE:

#include <iostream>

#include <unordered\_map> #include

<vector>

using namespace std;

struct TreeNode { int val; TreeNode\* left; TreeNode\* right;

TreeNode(int x) : val(x), left(nullptr), right(nullptr) {} };

TreeNode\* buildTreeHelper(vector<int>& preorder, int preStart, int preEnd, vector<int>& inorder, int inStart, int inEnd,

unordered\_map<int, int>& inMap) { if (preStart > preEnd || inStart > inEnd) return nullptr;

TreeNode\* root = new TreeNode(preorder[preStart]); int inRoot = inMap[root->val];

int numsLeft = inRoot - inStart;

root->left = buildTreeHelper(preorder, preStart + 1, preStart + numsLeft, inorder, inStart, inRoot - 1, inMap);

root->right = buildTreeHelper(preorder, preStart + numsLeft + 1, preEnd, inorder, inRoot + 1, inEnd, inMap);

return root;

}

TreeNode\* buildTree(vector<int>& preorder, vector<int>& inorder) { unordered\_map<int, int> inMap;

for (int i = 0; i < inorder.size(); i++) inMap[inorder[i]] = i;

return buildTreeHelper(preorder, 0, preorder.size() - 1, inorder, 0, inorder.size() - 1, inMap);

}

void printInorder(TreeNode\* root) { if (!root) return;

printInorder(root->left); cout << root->val << " ";

printInorder(root->right);

}

int main() { vector<int> preorder = {3, 9, 20, 15, 7}; vector<int> inorder = {9,

3, 15, 20, 7};

TreeNode\* root = buildTree(preorder, inorder);

printInorder(root); // Output: 9 3 15 20 7 cout << endl;

return 0;
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# Construct Binary Tree from Inorder and Postorder Traversal

Given two integer arrays inorder and postorder where inorder is the inorder traversal of a binary tree and postorder is the postorder traversal of the same tree, construct and return the binary tree.

**Example 1:**

**Input: inorder = [9,3,15,20,7], postorder = [9,15,7,20,3] Output: [3,9,20,null,null,15,7]**

## CODE:

#include <iostream>

#include <unordered\_map> #include

<vector>

using namespace std;

struct TreeNode { int val; TreeNode\* left; TreeNode\* right;

TreeNode(int x) : val(x), left(nullptr), right(nullptr) {}};

TreeNode\* buildTreeHelper(vector<int>& inorder, int inStart, int inEnd, vector<int>& postorder, int postStart, int postEnd,

unordered\_map<int, int>& inMap) {

if (inStart > inEnd || postStart > postEnd) return nullptr;

TreeNode\* root = new TreeNode(postorder[postEnd]); int inRoot = inMap[root->val];

int numsLeft = inRoot - inStart;

root->left = buildTreeHelper(inorder, inStart, inRoot - 1, postorder, postStart, postStart + numsLeft

* 1, inMap);

root->right = buildTreeHelper(inorder, inRoot + 1, inEnd, postorder, postStart + numsLeft, postEnd

* 1, inMap); return root;

}

TreeNode\* buildTree(vector<int>& inorder, vector<int>& postorder) { unordered\_map<int, int> inMap;

for (int i = 0; i < inorder.size(); i++) inMap[inorder[i]] = i;

return buildTreeHelper(inorder, 0, inorder.size() - 1, postorder, 0, postorder.size() - 1, inMap); } void printInorder(TreeNode\* root) {

if (!root) return;

printInorder(root->left); cout << root->val << " ";

printInorder(root->right);

}

int main() { vector<int> inorder = {9, 3, 15, 20, 7}; vector<int> postorder = {9,

15, 7, 20, 3};

TreeNode\* root = buildTree(inorder, postorder); printInorder(root); // Output: 9 3 15 20 7

cout << endl;

return 0;
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# Sum Root to Leaf Numbers

You are given the root of a binary tree containing digits from 0 to 9 only. Each root-to-leaf path in the tree represents a number.

For example, the root-to-leaf path 1 -> 2 -> 3 represents the number 123.

Return the total sum of all root-to-leaf numbers. Test cases are generated so that the answer will fit in a 32-bit integer.

A leaf node is a node with no children.

**Example 1:**
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**Input: root = [1,2,3]Output: 25 Explanation:**

**The root-to-leaf path 1->2 represents the number 12. The root-to-leaf path 1->3 represents the number 13. Therefore, sum = 12 + 13 = 25.**

## CODE:

#include <iostream> using namespace std;

struct TreeNode { int val; TreeNode\* left; TreeNode\* right;

TreeNode(int x) : val(x), left(nullptr), right(nullptr) {} };

int sumNumbersHelper(TreeNode\* root, int currentSum) { if (!root) return 0;

currentSum = currentSum \* 10 + root->val;

if (!root->left && !root->right) return currentSum; // Leaf node

return sumNumbersHelper(root->left, currentSum) + sumNumbersHelper(root->right, currentSum);

}

int sumNumbers(TreeNode\* root) { return sumNumbersHelper(root, 0);

}

int main() {

TreeNode\* root = new TreeNode(1); root-

>left = new TreeNode(2);

root->right = new TreeNode(3);

cout << sumNumbers(root) << endl; // Output: 25

return 0;
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***Hard:***

# Binary Tree Right Side View

Given the root of a binary tree, imagine yourself standing on the right side of it, return the values of the nodes you can see ordered from top to bottom.

**Example 1:**

# Input: root = [1,2,3,null,5,null,4] Output: [1,3,4]
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**Explanation:**

## CODE:

#include <iostream> #include <vector> #include <queue> using namespace std;

struct TreeNode { int val; TreeNode\* left; TreeNode\* right;

TreeNode(int x) : val(x), left(nullptr), right(nullptr) {} };

vector<int> rightSideView(TreeNode\* root) { vector<int> result;

if (!root) return result;

queue<TreeNode\*> q; q.push(root);

while (!q.empty()) { int levelSize = q.size(); for (int i = 0; i < levelSize; i++) {

TreeNode\* current = q.front(); q.pop();

// Add the last node of the current level to the result if (i == levelSize - 1) result.push\_back(current->val);

if (current->left) q.push(current->left); if (current->right) q.push(current->right);

}

}

return result;

}

int main() {

TreeNode\* root = new TreeNode(1);

root->left = new TreeNode(2); root->right

= new TreeNode(3); root->left->right = new TreeNode(5);

root->right->right = new TreeNode(4);

vector<int> result = rightSideView(root); for (int val : result) {

cout << val << " ";

}

// Output: 1 3 4

return 0;
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# Binary Tree Maximum Path Sum

A path in a binary tree is a sequence of nodes where each pair of adjacent nodes in the sequence has an edge connecting them. A node can only appear in the sequence at most once. Note that the path does not need to pass through the root.

The path sum of a path is the sum of the node's values in the path.

Given the root of a binary tree, return the maximum path sum of any non-empty path.

**Example 1:**
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**Input: root = [1,2,3] Output: 6**

**Explanation: The optimal path is 2 -> 1 -> 3 with a path sum of 2 + 1 + 3 = 6. CODE:**

#include <iostream> #include

<climits>

using namespace std;

struct TreeNode { int val; TreeNode\* left; TreeNode\* right;

TreeNode(int x) : val(x), left(nullptr), right(nullptr) {}

};

int maxPathSumHelper(TreeNode\* root, int& maxSum) { if (!root) return 0;

// Compute maximum path sums for left and right subtrees int leftMax = max(0, maxPathSumHelper(root->left, maxSum)); int rightMax = max(0, maxPathSumHelper(root->right, maxSum));

// Update the overall maximum path sum maxSum = max(maxSum, leftMax + rightMax + root->val);

// Return the maximum path sum including the current node return max(leftMax, rightMax) + root->val;

}

int maxPathSum(TreeNode\* root) { int maxSum = INT\_MIN; maxPathSumHelper(root, maxSum);

return maxSum;

}

int main() {

TreeNode\* root = new TreeNode(1); root-

>left = new TreeNode(2);

root->right = new TreeNode(3);

cout << maxPathSum(root) << endl; // Output: 6 return 0;

}
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***Very Hard:***

# Count Paths That Can Form a Palindrome in a Tree

You are given a tree (i.e. a connected, undirected graph that has no cycles) rooted at node 0 consisting of n nodes numbered from 0 to n - 1. The tree is represented by a 0-indexed array parent of size n, where parent[i] is the parent of node i. Since node 0 is the root, parent[0] == -1. You are also given a string s of length n, where s[i] is the character assigned to the edge between i and parent[i]. s[0] can be ignored.

Return the number of pairs of nodes (u, v) such that u < v and the characters assigned to edges on the path from u to v can be rearranged to form a palindrome.

A string is a palindrome when it reads the same backwards as forwards.
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**Input: parent = [-1,0,0,1,1,2], s = "acaabc" Output: 8**

**Explanation: The valid pairs are:**

* **All the pairs (0,1), (0,2), (1,3), (1,4) and (2,5) result in one character which is always a palindrome.**
* **The pair (2,3) result in the string "aca" which is a palindrome.**
* **The pair (1,5) result in the string "cac" which is a palindrome.**
* **The pair (3,5) result in the string "acac" which can be rearranged into the palindrome "acca".**

## CODE:

#include <iostream> #include <vector>

#include <unordered\_map> #include

<unordered\_set> using namespace std;

// Helper function to perform DFS and count palindromic paths

void dfs(int node, int mask, const vector<vector<int>>& graph, const string& s, unordered\_map<int, int>& count, int& result) {

// Update result based on the current mask result += count[mask]; for (int i = 0; i < 26; ++i) {

result += count[mask ^ (1 << i)];

}

// Increment the count for the current mask count[mask]++;

// Recur for child nodes for (int child : graph[node]) {

dfs(child, mask ^ (1 << (s[child] - 'a')), graph, s, count, result);

}

// Decrement the count to backtrack count[mask]--;

}

int countPalindromePaths(vector<int>& parent, string s) { int n = parent.size(); vector<vector<int>> graph(n);

for (int i = 1; i < n; ++i) { graph[parent[i]].push\_back(i);

}

unordered\_map<int, int> count; count[0] = 1; // Initial mask (no characters) int result = 0;

dfs(0, 0, graph, s, count, result); return result;

}

int main() {

vector<int> parent = {-1, 0, 0, 1, 1, 2}; string s = "acaabc";

cout << countPalindromePaths(parent, s) << endl; // Output: 8 return 0;
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# Longest Path With Different Adjacent Characters

You are given a tree (i.e. a connected, undirected graph that has no cycles) rooted at node 0 consisting of n nodes numbered from 0 to n - 1. The tree is represented by a 0-indexed array parent of size n, where parent[i] is the parent of node i. Since node 0 is the root, parent[0] == -1. You are also given a string s of length n, where s[i] is the character assigned to node i.

Return the length of the longest path in the tree such that no pair of adjacent nodes on the path have the same character assigned to them.
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**Input: parent = [-1,0,0,1,1,2], s = "abacbe" Output: 3**

**Explanation: The longest path where each two adjacent nodes have different characters in the tree is the path: 0 -> 1 -> 3. The length of this path is 3, so 3 is returned. It can be proven that there is no longer path that satisfies the conditions.**

## CODE:

from collections import defaultdict

def longestPath(parent, s):

n = len(parent)

adj = defaultdict(list)

# Build the adjacency list of the tree for i in range(1, n): adj[parent[i]].append(i)

# This will store the longest path starting from each node longest = [0] \* n

def dfs(node):

first\_max, second\_max = 0, 0

# Explore all the children of the current node for child in adj[node]:

child\_path = dfs(child)

# Only consider the child's path if the characters are different if s[child] != s[node]:

if child\_path > first\_max: second\_max = first\_max

first\_max = child\_path elif child\_path > second\_max:

second\_max = child\_path

# The longest path that passes through this node is the sum of first\_max and second\_max + 1 (for the current node itself)

longest[node] = first\_max + 1 # Return the length of the longest path for the subtree rooted at this node

return first\_max + 1

# Start DFS from the root (node 0) dfs(0)

# The answer is the longest path in the tree return max(longest)

# Example usage

parent = [-1, 0, 0, 1, 1, 2]

s = "abacbe"

print(longestPath(parent, s)) # Output: 3
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